Detection and Delineation of Events and Sub-Events in Social Networks
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Abstract—We define and solve the problem of event detection and delineation as a task of identifying events and decomposing them to their major sub-events, with a description and a timeline. We propose DeLi, an algorithm that focuses on providing such an understanding of events and sub-events. DeLi, to the best of our knowledge, is the first method that addresses the problem in a generic stream of text, and in an online fashion. Extensive evaluation on social streaming data demonstrates that, by combining the structure of a social network with content attributes, our method outperforms the state-of-the-art techniques.
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I. INTRODUCTION

Event detection techniques in social networks have been proposed as a way to sense and understand what is happening in the offline and online world. Despite being a challenging task, event detection has been utilized in applications that target critical aspects of peoples’ life, like health [1], [2] and natural hazards [3], [4], [5], [6].

A fundamental problem is that event detection techniques capture and treat events as singletons, as if they are all disconnected and irrelevant to each other. Clearly, this is not the case in real life, where we abstract a sequence of highlights or turning points – a sub-event – into groups, which collectively constitute the event. This grouping makes it easier for us to remember, analyze, understand and narrate what happened. For instance, a football match is better described as a sequence of highlights, e.g., goals, penalties, red and yellow cards, that occur during the 90 minutes of the game. Another example is a music festival that lasts for several days and during which a large number of artists appear on stage. Finally, city protection units may utilize sub-event detection to track individual failures during a natural disaster. In all of these examples, sub-event delineation offers a better understanding through a more detailed breakdown of the main event.

Related Work Given the potential benefits, numerous techniques have been proposed, that fall under two main categories: (a) content-based methods [7], [8], [4], [9], [10], that detect new topics in a collection of text documents, and (b) structure-based methods [11], [12], [13], [14], [15], that search the social network for either significant structural changes over time or for highly active sub-graphs. Techniques from these categories have shortcomings and, therefore, are unable to detect specific types of events. For instance, content-based techniques perform poorly in cases of events that generate high network activity. On the other hand, structure-based methods ignore content altogether and lose useful information, such as opinions. Recently, we introduced a novel technique for event detection in social networks [16], that combines both the textual and the structural information. We showed that this hybrid method achieves better results than the existing ones.

Surprisingly, event delineation has not yet been adequately discussed in the literature, despite how natural this decomposition seems in retrospect. Most importantly, algorithms that claim sub-event detection qualities [17], [18], [19], [20], [21], [22], [23], [24] assume they are given as input high quality information, associated to the main event (and only that) and they focus on identifying its main elements. It is easy to see that this assumption breaks the moment we deploy these techniques in real world conditions.

Motivated by these shortcomings, in this paper, we consider the problem of event delineation. We present DeLi (Detection and deLineation), an efficient algorithm for event detection in social media with automated timeline construction. DeLi addresses the event delineation problem at its core: it identifies the main event and simultaneously captures highlights (sub-events) that describe it over time, without any prior knowledge of the main event. The technique is unsupervised and is able to distinguish between distinct main events that take place concurrently. It achieves that by modeling the social network as a dynamic, heterogeneous graph with both user nodes (with links representing interactions) and content nodes (with links representing similarity). Such a representation contains...
information about the structure and the content of the network, thereby bringing together the two method categories. Within this graph, (sub-)events are large connected components that DeLi uses in order to provide effective event detection and delineation (see an example in Fig. 1).

II. PROBLEM DEFINITION

**Definition I**: A **Snapshot Network** is a dynamic, heterogeneous graph \( G_t = (V_t, E_t) \) with \( V_t \) and \( E_t \) being the nodes and the edges of the graph at time point \( t \), respectively. The nodes in \( V_t \) are from two disjoint groups: the “user” nodes \( V_{u,t} \) and the “content” nodes \( V_{c,t} \). At any \( t \) it holds that \( V_t = V_{u,t} \cup V_{c,t} \) and \( V_{u,t} \cap V_{c,t} = \emptyset \). The edges in \( E_t \) are from three categories; the “user-user” edges \( E_{u,u,t} \), the “user-content” edges \( E_{u,c,t} \) and the “content-content” edges \( E_{c,c,t} \). At any \( t \) it holds that \( E_t \subseteq V_t \times V_t \), \( E_t = E_{u,u,t} \cup E_{u,c,t} \cup E_{c,c,t} \) and the pairwise intersections of \( E_{u,u,t} \), \( E_{u,c,t} \) and \( E_{c,c,t} \) are empty.

**Definition II**: An **Event** \( \Gamma \) is a set of three main parts:

- A representative summary \( R\Gamma \), describing what happened,
- A time window of duration \( T\Gamma = (T\Gamma^{\text{start}}, T\Gamma^{\text{end}}) \), and
- A set of sub-events \( S\Gamma = \{\gamma_1, \ldots, \gamma_N\} \) that are significant, distinct parts of the main event.

A **Sub-Event** \( \gamma \) is similarly defined, but it does not contain lower level events. A sub-event corresponds to a topic that emerges from the data stream, being intensively discussed during a short period, and then gradually fades away. Therefore, it consists of two parts: a representative summary \( r\gamma \) and a duration \( t\gamma \). This makes an event \( \gamma \) contain the sequence of its sub-events \( \gamma_t = (r_t, t_t) \). It holds that \( T\Gamma^{\text{start}} \leq t_{\gamma_1} < t_{\gamma_2} \leq T\Gamma^{\text{end}}, \forall \gamma_i \in S\Gamma \). We note that sub-events are not necessarily sequential, i.e., a sub-event can start while another one is in progress.

**Problem Definition [Event Detection and Delineation]**: Find all events \( \Gamma \) of content network \( G = \{G_t|t = 1, \ldots, t_{\text{max}}\} \), where \( G_t \) is the snapshot graph at time \( t \).

According to this definition, the goal is to identify all discussed events. For each event, we capture: (i) a representative summary, (ii) the duration (start-end time) and, (iii) its sub-events. For each sub-event, we also need description/duration.

III. EVENT DETECTION AND DELINEATION

Figure 2 provides a graphic overview of our method. At first, we build the snapshot network \( G_t \) (step 1). User and content nodes are added, followed by “user-user” edges between users that interact and “user-content” edges between user and content nodes associated with an action. This network is quite sparse and there may be conversations about the same topic in disconnected regions. To overcome this issue, we link similar content nodes by computing their pairwise cosine similarity [16]. If a pair exceeds a threshold \( \phi \), we include the respective “content-content” edge. Experiments for the threshold \( \phi \) are shown in Sec.V. We also speed up the cosine similarity computations via the SimHash algorithm [25].

Much of the content posted in social networks, is either spam, e.g., “please, check out my fashion blog”, or repetitions, such as “happy birthday” wishes. Upon experimentation, we observed that connected components related to such topics include very few user nodes and many more content nodes, typically in a star-like formation. In step 2, we filter out all star-like subgraphs to avoid uninformative conversations.

In step 3, we check whether we have an actual event in the snapshot network. \( G_t \) contains a number of connected components, each of which signifies a discussion over a topic. A very large connected component is a good event indicator [16], because it implies an increased interest. Consequently, the problem of event detection maps to the identification of such connected components. Note that this method can detect multiple events in a single time window.

We distinguish event-related conversations from the rest via an anomaly detection approach. In particular, given two thresholds \( l \) and \( L \), \( l < L \), for every time window, we iterate over all of the connected components of \( G_t \). If the size of a connected component is above \( L \), it is immediately marked as an event. If its size is below \( l \), the component is ignored. When the size is between \( l \) and \( L \), the component has the potential to become an event at the next time window and it is considered as an event candidate. With this feature, our algorithm is independent of the way the social network’s stream is split.

Sizes \( l \) and \( L \) are automatically computed from the connected components that appear in the streaming content network. Here, we employ a Gaussian-based anomaly detection technique, akin to Grubb’s test [26], that is widely used in anomaly and event detection [27], [28]. For a variable \( X \), with average \( \text{avg}(X) \) and standard deviation \( \text{std}(X) \), the anomaly function is:

\[
h_p(x) = \begin{cases} 
1, & \text{if } x > p, \text{ where } p = \text{avg}(X) + \theta \text{std}(X) \\
0, & \text{otherwise} 
\end{cases}
\]

Here, 1 is anomaly, while 0 is the norm. Threshold \( l \), and \( h_l \), is given by considering the sizes of all connected components of \( G_t \). Threshold \( L \), and \( h_L \), is given by the sizes of connected components that are considered anomalous by \( h_l \).

So far, we have addressed event detection, but not event delineation. For this task, we only consider content nodes. We take advantage of the graph structure and utilize the content of the most central nodes for the representative summary. Network centrality is a widely used metric that identifies central individuals, key hubs or super-spreaders of diseases. We employ the betweenness centrality [29] that ranks nodes according to the number of shortest paths they participate in.

**Complexity** The worst-case complexity of DeLi is \( O(n_c^2 + n_c \times m_c) \), where \( n_c \) is the number of content nodes in
The pairwise similarities yield the first quadratic factor. Betweenness centrality – used for sub-event extraction – runs on content nodes alone, and has a complexity of $O(n_c * m_c)$, where $m_c$ is the number of edges between content nodes. In practice, SimHash has a better average-case runtime; similarities are only run on event candidates and the connected components for sub-events are sparse.

IV. EVALUATION: GOALS AND SETUP

We evaluated DeLi on a real-world Content Network. We collected geotagged tweets from London through the Twitter Streaming API, posted between 11/29-12/09/2013. This resulted in 556K content nodes from 69K user nodes. We extracted ground truth events from Wikipedia and enriched this list with others that were discovered manually.

Evaluation Metrics and Techniques

Our time span is split into $k$ time windows. As a result, our ground truth and methods are represented by binary vectors $M = \{m_1, \ldots, m_k\}$, where $m_i$ is 1 if there is an event at time $i$, or $m_i$ is 0 otherwise. Based on that, we calculate Precision, Recall and F1-Score to compare the following techniques:

**Act:** This widely used approach identifies events when an unexpected volume of messages appears. We consider 3-hour segments, as traffic in Twitter differs throughout the day.

**Struct:** Similar to DeLi, this baseline tracks very large connected components on the network’s structure alone.

**DeLi:** This is our approach described in Section III.

**DeLi\_Con:** We apply DeLi to a graph of only content nodes. This will show the value of including users nodes.

**DeLi\_Ter:** We use DeLi on a popular text representation in event detection [22], [13]; the Term Graph. It contains terms as nodes and edges between terms denote a co-occurrence.

**DeLi\#** and **DeLi\_Con** are alternative versions of DeLi and DeLi\_Con, respectively, that employ SimHash (Sec. III).

**K-Cores:** Current state-of-the-art sub-event detection technique [22] that utilizes the text’s structure. We compare with the best performing k-core metric.

Experimental Setup

All methods are implemented in Python 2.7 using NetworkX. K-Cores code was kindly provided by the authors. Experiments were executed on a machine with Intel Core i7 CPU@3.40GHz, 16 GB RAM and 64-bit OS.

Reproducibility

Datasets and code are available online.

TABLE I

<table>
<thead>
<tr>
<th>Method</th>
<th>Precision</th>
<th>Recall</th>
<th>F-Score</th>
</tr>
</thead>
<tbody>
<tr>
<td>Act</td>
<td>0.33</td>
<td>0.70</td>
<td>0.45</td>
</tr>
<tr>
<td>Struct</td>
<td>0.28</td>
<td>0.87</td>
<td>0.42</td>
</tr>
<tr>
<td>K-Cores</td>
<td>0.21</td>
<td>0.43</td>
<td>0.28</td>
</tr>
<tr>
<td>DeLi_Con</td>
<td>0.44</td>
<td>0.90</td>
<td>0.59</td>
</tr>
<tr>
<td>DeLi_Ter</td>
<td>0.48</td>
<td>0.32</td>
<td>0.38</td>
</tr>
<tr>
<td>DeLi</td>
<td>0.39</td>
<td>0.95</td>
<td>0.55</td>
</tr>
<tr>
<td>DeLi#</td>
<td>0.53</td>
<td>0.78</td>
<td>0.63</td>
</tr>
</tbody>
</table>

V. RESULTS AND DISCUSSION

A. Event Detection

The results of our comparative study appear in Table I. First, we observe that DeLi has the best overall performance. This underlines the significance of the heterogeneous network representation, which the other techniques do not consider. Nevertheless, our approach performs well even with alternative graph representations, e.g., plain content network (DeLi\_Con) and term graph (DeLi\_Ter). The K-Cores method identified many noisy instances as events (e.g., “happy birthday” messages). We also performed a t-test to evaluate the statistical significance of these results and confirmed ($p < 0.01$) that: $i)$ DeLi is superior to the best performing baseline Act, and $ii)$ DeLi performs better than its variants. Finally, DeLi\# shows a minor drop in F1-score, but it drastically reduces the runtime (see Section “Scalability Experiments”).

Parameter Study

Figure 3 shows the effect of system parameters on performance: On the left, DeLi’s F1-score for varied values of $\theta$ (controls the size of CCs considered as events) and $\phi$ (cosine similarity threshold). Values close to 0.5 perform better due to the short text in tweets. Naturally, higher values lead to missing events since connected components are not formed. On the right, DeLi\#’s F1-score against $\theta$ and #bits (the SimHash fingerprint size). A small number of bits seems to suffice. In both cases, large $\theta$ values decrease performance, due to more false negatives.

Scalability Experiments

DeLi is also shown to be considerably faster than K-Cores in Table III. Figure 4 demonstrates (a) the efficiency of DeLi using SimHash when continuously increasing data at each time window (left), (b) a break down of the execution time required by each of DeLi\#’s modules (middle), with similarity links being the most demanding part, and (c) the runtime for a longer time period (up to a year) and total number of tweets (right).

Fig. 3. Parameter Study. Left: DeLi, with varying $\theta$ and $\phi$. Right: DeLi\#, with varying $\theta$ and fingerprint size (#bits).

Fig. 4. Scalability Experiments.
B. Sub-Event Detection

To evaluate sub-event detection, we followed the state-of-the-art line of thinking [22] and constructed a dataset with the sub-events of the 29 Premier League games in the same time period using SkySPORTS5 total goals, penalties, own goals, final score, yellow cards and red cards. We run K-Cores with our dataset and time window size set to 15 min and 1 min, as shown in Table III. We had human annotators manually annotate each output, and identify whether there is a sub-event description posted within a few minutes that contains all information or not.

Table II presents the ground truth sub-events, their frequency and the recall attained by each method, per type. Deli is again better at this task. “Yellow cards” are the least detected type, since users rarely focus on it. Table III presents more performance results for each method on this task. The low precision is mainly due to false positives, i.e., posts that are uninformative or are improperly timed, e.g., “GOAL!” Low interest in a game can impact recall, as discussions lack momentum / popularity. K-Cores also suffers from the fact that it reports a single representative post per time window, despite different events taking place concurrently, which explains its extremely low recall. On the other hand, Deli outputs summaries only when a sub-event is detected.

<table>
<thead>
<tr>
<th>Sub-Event Type</th>
<th>Ground Truth</th>
<th>DeLi 15-min</th>
<th>K-Cores 1-min</th>
<th>K-Cores 15-min</th>
</tr>
</thead>
<tbody>
<tr>
<td>Total goals</td>
<td>86</td>
<td><strong>0.70</strong></td>
<td>0.33</td>
<td>0.05</td>
</tr>
<tr>
<td>Penalties</td>
<td>3</td>
<td>0.33</td>
<td>0.0</td>
<td>0.0</td>
</tr>
<tr>
<td>Own goals</td>
<td>6</td>
<td>0.83</td>
<td>0.17</td>
<td>0.0</td>
</tr>
<tr>
<td>Yellow cards</td>
<td>85</td>
<td>0.17</td>
<td>0.01</td>
<td>0.0</td>
</tr>
<tr>
<td>Red cards</td>
<td>1</td>
<td><strong>1.0</strong></td>
<td>1.0</td>
<td>1.0</td>
</tr>
<tr>
<td>Final Score</td>
<td>29</td>
<td>0.72</td>
<td>0.31</td>
<td>0.07</td>
</tr>
<tr>
<td>All Sub-Events</td>
<td>210</td>
<td><strong>0.49</strong></td>
<td>0.19</td>
<td>0.03</td>
</tr>
</tbody>
</table>

**Table III**

<table>
<thead>
<tr>
<th>Method</th>
<th>Precision</th>
<th>Recall</th>
<th>F-Score</th>
<th>Runtime</th>
</tr>
</thead>
<tbody>
<tr>
<td>K-Cores (1-min)</td>
<td>0.14</td>
<td>0.19</td>
<td>0.16</td>
<td>-</td>
</tr>
<tr>
<td>K-Cores (15-min)</td>
<td>0.2</td>
<td>0.03</td>
<td>0.05</td>
<td>11091s</td>
</tr>
<tr>
<td>DeLi</td>
<td>0.15</td>
<td>0.49</td>
<td>0.22</td>
<td>139s</td>
</tr>
</tbody>
</table>

VI. CONCLUSIONS AND FUTURE WORK

In this work, we define the problem of event delineation and propose Deli, a method that detects events and sub-events as they occur by tracking connected components of user and content nodes. Deli also summarizes those (sub-)events by selecting the most central content nodes. Future directions include learning topological thresholds \( l \) and \( L \), evaluating alternatives for describing sub-events (e.g., influential users) and improving the precision for sub-events.
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